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There are many perspectives from which to view the future of software. This article focuses on the engineering process that underlies software development. This process is critical in determining what products are feasible. We support a quantitative approach and believe that software engineering must move in this direction to become a true engineering discipline and to satisfy the future demands for software development. Further, we want to spotlight some areas of software engineering that we believe have received less attention than they merit. We begin with a brief summary of how information technology has affected both institutions and individuals in the past few decades.

The past. In the 1960s, information technology penetrated institutions. This decade could be called the functional era, when we learned how to exploit information technology to meet institutional needs. Institutional functions began to interlink with software.

In the 1970s, the need to develop software in a timely, planned, and controlled fashion became apparent. This decade introduced phased life-cycle models and schedule tracking. It could be called the schedule era.

The 1980s might be named the cost era. Hardware costs continued to decrease, as they had from the early days of computing, and the personal computer created a mass market that drove software prices down as well. In this environment, information technology permeated every cranny of our institutions, making them absolutely dependent on it. At the same time, it became available to individuals. Once low-cost applications became practical and widely implemented, the importance of productivity in software development increased substantially. Various cost models came into use and resource tracking became commonplace.

The problem with these approaches to software development is their focus on single, isolated attributes. We did not understand the relations among functionality, schedule, and cost well enough to control trade-offs. We did not effectively define other attributes such as reliability, necessary for engineering a software
product that satisfies a user’s needs. We did not learn enough about how to engineer and improve products based on experience.

The future. We believe the 1990s will be the quality era, in which software quality is quantified and brought to the center of the development process. This new focus on quality will be driven by the dependence of institutions on information processing. We can also expect software vendors to try to create new demand in the consumer mass market. Thus, home applications might expand rapidly in the nineties, although the time required for cultural acceptance of some applications could delay this past the turn of the century.

The consumer mass market, with its potential for large sales but rather unsophisticated users, increases the demands on quality. These demands, when satisfied, intensity competition in the institutional market because institutions can improve quality for their customers if better quality is available in the information systems they depend on. In the future, this overall intense competition will be international.

In this article we discuss software quality, software engineering that uses models and metrics to achieve quality, the processes needed to achieve software quality, and how to put these processes and technology into practice.

Software quality

Quality is not a single, nice, but a multidimensional concept. The dimensions of quality include the entity of interest, the viewpoint on that entity, and the quality attributes of that entity. Entities include the final deliverable, intermediate products such as the requirements document, and process components such as the design phase. Example viewpoints are the final customer’s, the developing organization’s, and the project manager’s. The quality attributes that are relevant in a given situation depend on both the entity and the viewpoint. For example, readability is an important quality attribute of a requirements document from the designer’s viewpoint. Elapsed time is an important quality attribute of the design phase from the project manager’s viewpoint. It is important to quantify these dimensions whenever possible.

Software quality attributes are not independent; they influence each other.

Product quality. The ultimate quality goal is user satisfaction. Therefore, we will consider quantitative specification of final product attributes that satisfy explicit and implicit user needs. The attributes most often named as significant are functionality, reliability, cost, and product availability date. Reliability often ranks first.

It is possible to reduce the list of attributes to three by taking a broad view of reliability as the probability (over an appropriate time period) that the product will operate without user dissatisfaction (denoted “failures”). In this view, if a function is missing when the user needs it, the event marks a failure. Thus, the attribute of functionality folds into the attribute of reliability.

The degree of quality is the closeness with which the foregoing attributes meet user needs. Competition makes it necessary to improve the match. It will increasingly force joint supplier-user setting of objectives and measurement to compare them with the results.

Software quality attributes are not independent; they influence each other. If we think of reliability in terms of failure intensity or failures per unit time, we can define a quality figure of merit as the reciprocal of the product of failure intensity, cost, and development duration. (The real relationship among the factors is probably somewhat more complex than simply taking their product, but this formulation will serve our purposes here.)

The quality figure of merit always characterizes the state of the art. Consequently, a lower failure intensity (increase in reliability) will generally require an increase in cost or development duration or both. As technology advances, the quality figure of merit increases and the lower failure intensity is achieved at lower cost or less development time or both.

Process quality. Meeting quality objectives in the delivered product requires a suitable quality-oriented development process. You can view this process as a series of stages, each with feedback paths. In each stage, an intermediate supplier develops an intermediate product for an intermediate user—the next stage. Each stage also receives an intermediate product from the preceding stage. Each intermediate product will have certain intermediate quality attributes that affect the quality attributes of the delivered product, but are not necessarily identical to them. For example, in the design stage, designers are the users for the requirements specification. They develop the system architecture and unit specifications, defining them in a design document, which is their intermediate product. Important quality attributes of the design document are readability and completeness in meeting system requirements.

In addition to viewing the development process as a series of stages with intermediate products, we need to look at it as a semistructured cognitive activity of a social group. Human cognitive processes and social dynamics in software development affect product quality. For example, some evidence suggests that informal communication networks have much more impact than documents in the software development process.

We need models of the development process, measures of its characteristics, and practical mechanisms for obtaining those measures. We need to relate the measures to the quality attributes of the deliverable product. Then, we can control the development process and adjust it to meet the attribute objectives. For example, what are the appropriate methods for developing a product that must have high reliability and what leeway in cost or delivery is permissible to achieve it?

Finally, we need models of how users will employ the system and of the relative criticality of the various operations in this context.

Engineering with models and metrics

We have had quantitative approaches to the design and implementation of pure hardware systems for some time. Scheduling, cost estimation, and reliability technologies for hardware were
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tarily well developed by the 1980s, but similar technologies for software have lagged by 20 to 30 years. We believe this is due to lesser understanding of software development and the essential differences between hardware and software engineering (for example, the differences between production and development).

In spite of the complexity of the task, we must model, measure, and manage software development processes and products if we are to optimize the balance among quality attributes and satisfy user needs. Understanding where the time and effort are going and what processes provide the attributes needed for a more reliable product will help us refine models of quality attributes and the interrelationship between process and product.

To do this we must isolate and categorize the components of the software engineering discipline, define notations for representing them, and specify interrelationships among them as they are manipulated. The discipline's components consist of various processes and process components (for example, life-cycle models, methods, techniques, tools), products (for example, code components, requirements, designs, specifications, test plans), and other forms of experience (for example, resource models, defect models, quality models, economic models).

We need to build descriptive models of the discipline components to improve our understanding of:

1. the nature and characteristics of the processes and products,
2. the variations among them,
3. the weaknesses and strengths of both, and
4. mechanisms to predict and control them.

We have models for some components. For example, there are several mathematical models of programs and modules, such as predicate calculus, functional, and state machine models.

Cost and schedule models have moved from research and development into application. There are parameterized cost models for using historical data to predict the project costs. For example, many organizations are using or studying cost models like Cost Constructive Model (CoCoMo), Software Life-Cycle Management (Slim), Software Production, Quality, and Reliability Model (SPOR), and Estimes.

Software reliability engineering models are coming into practice. The exponential and logarithmic nonhomogeneous Poisson models are the most widely used models in the industry today. Japan has made some use of S-curve models.

We have models and modeling notations for various life-cycle processes. These key modeling technologies form the basis for a quantitative approach to the engineering of software-based systems — enough to start the advance of software engineering from craft to science.

However, many more areas require models. For example, little work has been done in organizing and systematizing the practical knowledge accumulated in various application domains.

We need to screen the models that do exist. They often require more formal definition, further analysis, and integration to deepen our understanding of their components and interactions. We need to eliminate models that are not appropriate or useful.

Based upon analysis of these descriptive models, we must build prescriptive models that improve the products and processes for creating them. Prescriptive models must relate to quality attributes. We must provide feedback for project control and learn to package successful experience.

Because the overall solutions are both technical and managerial, model-building requires the support of many disciplines. The next several sections focus on areas of technology that we believe will play an important role in deepening our understanding and attainment of software quality in the next decade.

Formal methods. To improve our understanding of the software product itself and to enable the abstraction of its functionality, computer scientists have developed product models based on mathematical formalisms. These formalisms include predicate calculus, functions, and state machines (based on the work of R. Floyd, E. Dijkstra, C. Hoare, H. Mills, and others). These models have had theoretical value for many years, but they have not been used effectively in practice. This is largely due to the inability to scale them up to reasonable-size systems.

We are now beginning to see some practical application of formal methods in software development (for example, the Vienna Development Method, Z, and Cleanroom). They also may add to the associated discipline of correctness-oriented development. For an introduction to formal methods, see Wing.

Design methods. The 1980s brought a major breakthrough in software design with the introduction of object-oriented design methods, technologies, and languages. This approach went on to have a major effect on software design in the 1990s. For example, we expect object-oriented technologies to play a major part in the definition of integrated support environments. The notion of managing and designing languages by objects will be better defined and will change the way we think about systems. Object-oriented approaches, like functional decomposition approaches, will become part of the software engineer's set of intellectual tools. They have already begun to affect the creation of reusable software, and this effect is expected to increase as we learn more about software engineering and reuse.

Programming languages. Languages that support object-oriented design and programming, in whole or in part, will continue to evolve (for example, Ada, Objective-C, C++, Smalltalk). Notations will evolve to allow for formalization higher level abstractions, such as requirements and specifications. The higher the level of these languages, the more likely they will become application oriented and specialized. For example, we will continue to see fourth-generation languages introduced for specific applications; we will also see more effective translation of these higher order languages into executable forms. These notations will become basic tools in the engineering process for software.

Measurement approaches. Measurement is associated with modeling. We must base measures on models to determine if they are performing as planned. In the past, measurement has been metric oriented, rather than model oriented. In other words, it has involved collecting data without an explicit goal, model, and context. For example, in analyzing a test process, project managers may collect data such as program size or number of defects. But they may be unable to compare the data to other
We are likely to see more focus on the internal problem-solving activity of individuals and on ways to enhance its quality.

In many cases, they can be replaced by sequences of more basic, frequently used operations. System and software designers might set up these sequences and document them for users or leave them for users to determine, since many users may never require them.

Reuse. In the past, reuse was limited mostly to the code level and based on individual experience. Interest and technology development have recently surged in this area. We can and must reuse all kinds of software experience, but reusing an object requires the current reuse of the objects associated with it. For example, we have seen the development of faceted schemes, templates, and search strategies associated with reusable software components. Objects may have to be tailored for a particular project's needs; hence, reusable objects must be evaluated for reuse potential and processes must be established for enabling reuse.

Reuse will grow in the next decade based on better understanding of its implications and on development of supporting technology. Object-oriented design should make reuse easier.

Cognitive psychology. Cognitive psychology is the study of problem solving. We can use its disciplines to study different intellectual activities in the software development process. To date, very little research based on cognitive psychology has been performed in software engineering, but there is substantial evidence of its promise. Software engineering, after all, is primarily a problem-solving activity. Unfortunately, few researchers are trained and experienced in both fields. The two fields also have significant cultural differences, which can make cross-fertilization difficult. For example, many software researchers pride themselves on the controlled discipline and logic they believe is central to their approach to problems. Cognitive psychologists sometimes focus on the deficits and weaknesses they find inherent in all human intellectual processes.

Application of cognitive psychology in software engineering has generally focused on the human-computer interface. This focus is implicit in computer-aided software engineering tools. CASE has championed such human-computer interface design principles as protecting users from mistakes, helping them navigate easily through the commands and data, providing for direct manipulation of objects (for example, screen editors), and using metaphors (for example, the 'sheets of paper' metaphor of windows).

This tools-oriented work will undoubtedly continue, but we are likely to see more focus on the internal problem-solving activity of the individual and the methodologies and environmental factors that can enhance the quality and efficiency of this activity. For example, people are known to have limited short-term memory. Are there software development methods that deal with this limitation in a way that increases programmer productivity? Does this limitation tend to produce certain types of faults? If so, can we use that information to improve reliability and debug more efficiently?

Early work of Curtis, Krasner, and Ivosev indicates that application domain knowledge is a principal factor in the wide performance differences among software developers. This bolsters the frequently held concept that software development is a domain-independent activity that can be abstracted and taught totally by itself. The findings argue for a certain degree of specialization among programmers. Attention must be given to organizing, publishing, and advancing knowledge in specific domains and to providing corresponding education, either formal or on-the-job.

A study of expert debuggers shows that the stereotype of these people as isolated software "freaks" is not true. The best debuggers have excellent communication, negotiation, team building, and other social skills. They generally have a clear vision of the system's purpose and architecture. They typically cultivate an extensive network of experts they can call on. The career importance of these social skills indicates that education in these areas should
Software sociology. Most software projects are group activities, involving all the complexities of group dynamics, communication networks, and organizational politics. The study of group behavior in software development is in its infancy, but like the study of individuals, it promises to improve our understanding of the development process, particularly at the front end. Many observers believe that improving this phase of development could have the most impact on software quality and productivity.

Software developers commonly face inefficiencies and quality degradation that result from highly volatile requirements. Some change is unavoidable because user requirements evolve with time. However, poor communication accounts for much of this problem. Research on this problem has shown that successful software development is a joint process in which the developer learns the application domain and user operations, and the user learns the design realities and available choices.

Negotiation and conflict resolution are inescapable parts of the process. Managing the learning and negotiation processes intelligently is critical to success. So is making decisions in a timely fashion. In fact, there is some indication that the percentage of unresolved design issues at a given point in the project life cycle may be a good indicator of progress and predictor of future trouble. Measures can play an important role in making the negotiation process concrete and the negotiated agreements specific.

Inadequate documentation has been blamed for many project problems that appear to stem from poor communication. However, documentation may not be the real culprit. Many developers do not consider it possible to maintain documentation that is sufficiently current to meet their needs. They get their information through informal networks. This suggests that we devote more effort to encouraging, cultivating, maintaining, and supporting such networks.

Improving software quality

Engineering processes require models of the various entities within a discipline. The models must approximate reality and include a controlled feedback loop to monitor the differences between the models and reality. In software engineering, we have often not had enough models to complete the process. Where we do have models (for example, for costs and schedules), we do not sufficiently understand the relationship between them and the other discipline entities.

Models are necessary for focusing attention on the multiplicity of issues necessary for engineering a product. But so is a process that supports feedback, learning, and the refinement of the models for the environment.

Manufacturing has learned to control production using models and measurements of the process and product. Feedback processes, such as the Plan-Do-Check-Act cycle, have provided quality-oriented processes for manufacturing. The Deming paradigm uses models and measures to control and engineer the characteristics of processes and products. The Plan phase sets up measures of quality attributes as targets and establishes methods for achieving them. The Do phase produces the product in compliance with development standards and quality guidelines. The Check phase compares the product with the quality targets. During the Act phase, problem reports become the basis for corrective action. Achieving the quality target is the gate to the next phase.

Although software development is fundamentally different from manufacturing, at some level the same principles apply. We need a closed-loop process with feedback to the project and the organization. The process must consider the nature of software development. The quality improvement paradigm is an example approach. It can help in applying, evolving, tailoring, and refining various models and ranges of measurements in software development.

In QIP, planning requires models of the various software products and processes and process quality attributes, processes and environment factors. The models must be quantifiable and the measures for them must be set. Developers must understand their project needs with respect to such factors as functionality, schedule, cost, and reliability. Project and corporate goals are set relative to measurements associated with the models. Unlike manufacturing, there is no single model of the process. Developers must choose the process to meet the mix of quality attributes required by a particular product's user.

Doing and checking require following the selected process and taking measurements to track conformance with the models. Because many models are primitive, we also need to track whether the model's predictions are valid and, if they are not, modify the models to come closer to reality.

Acting requires a closed-loop project cycle with feedback for modifying models as well as the processes. It involves analyzing and packaging the experience gained on a project so that it is available to other projects. Analysis includes a postmortem review of the feedback data to evaluate the existing models, determine problems, record findings, and recommend future model improvements. Packaging is the implementing model improvements and storing the knowledge gained in an experience database available for future projects. This represents a closed-loop organizational cycle that transfers learning from project to project.

Emphasis on the engineering process will help achieve quality goals for software development. It also supports the transfer of technology within and from outside an organization.

Making software engineering technology more transferable

Transferring technology within an organization requires an evolutionary, experimental approach, similar to QIP. Such an approach bases improvements in software products and processes on the continual accumulation of evaluated experience (learning) in a form that can be effectively understood and modified (such as with experience models). Experience models must be integrated into an experience base that can be accessed and modified to meet the needs of new projects (reuse). The evolving process and product models can help in technology transfer. They represent what we know and can apply in the software development process.

This paradigm implies the separation of project development, which we can assign to a project organization, from the systematic learning and packaging
of reusable experiences. Which we can assign to a so-called experience factory.\(^3\) The project organization's role is to deliver the systems required by the user, taking advantage of whatever experience is available. The experience factory's role is to monitor and analyze project developments; to package experience for reuse in the form of knowledge, processes, tools, and products; and to supply these to the project organization upon request.

In this sense, the experience factory is a logical organization, a physical organization, or both. It supports project developments by acting as a repository for experience, analyzing and synthesizing the experience, and supplying it to various projects on demand. The experience factory evaluates experience and builds models and measures of software processes, products, and other forms of knowledge. It uses people, documents, and automated support to do so.

### Transferring software technology into an organization

There has been little success to date in transferring new software engineering methodologies and tools into active practice, despite the potential benefits of improving the development process in an industry of software's size and importance. This failure may be partly because software engineering is a process rather than a product. It is an abstract intellectual activity with limited visibility, which makes it much more difficult to transfer.

Also, research and practice in software engineering have been divided, both organizationally and by cultural values, impeding good communication.

Most practicing software engineers are not aware of all the possibilities for improvement that exist. Most researchers are not aware of the full range of problems that must be solved before new technologies can be applied in practice. Tools and methodologies are often difficult to learn or to use or both. Although most people realize that improvement means change in practice, few have been willing to deal with the cultural, motivational, and other factors that impede change.

The situation is not likely to change until researchers and practitioners deal explicitly with these factors, rather than leaving them to chance.\(^3\) They must support change proactively.

Practitioners need to address the requirements and possibilities for improvement. Improvement requires widespread education in new methods, closely integrated with education in tools. We need methods and tools that are easy to learn and use. The new technology must evolve and adapt as we gain experience with its use and continually evaluate its successes and failures. A concept like the experience factory can help with this.

A planned approach is necessary. Strategic planning identifies the goals for change and provides a basis for continuing evaluation of activities undertaken to achieve the goals. In general, this approach follows the classic phases of technology transfer: raising awareness, cultivating interest, and persuading someone to try the technology, followed by trial use and full adoption. Raising awareness typically involves the use of publications, talks before organizations, videos, and demonstrations at exhibits and meetings.

Market research is important in finding connections between project requirements and the opportunities offered by new technology. Then, technical research can find solutions to these requirements and extend available technology to seize the opportunities. Thus, technical and market research interact.

The development of training courses requires input from both marketing and technical research. However, courses are only part of the technology transfer process. Experts should present implementation workshops for the new technology. Consultants must be available to solve problems or, if a problem is not currently solvable, to stimulate research aimed at developing the technology needed for resolution.

The development of software tools should be seen as necessary to the application of a new technology and as an integral part of technology transfer.

It is useful for marketing personnel to attend training courses. They can facilitate connections between technical interests and project applications. This may involve uncovering and dealing with technological and cultural barriers to change. Technical marketing personnel can open communication channels, proactively soliciting user feedback that technology transfer personnel can use to improve tools, courses, consulting, research, and the marketing process itself.

These activities require a range of skills difficult to find in one person. Hence, building a team of people whose skills complement each other is essential, as is building trust and good communication within the team. In the future, we expect corporations to create technology transfer organizations specifically to improve and speed up the process of adopting software engineering technologies. These organizations will probably include a diverse group of professionals: researchers, educators, software developers, consultants, and marketing personnel. They will most likely associate closely with a research organization, but also have access to a training organization. They will cultivate extensive networks among practitioners. Technical improvement will depend on much more than technical factors alone.

We have tried to show why and how the 1990s will be the quality era for software. We believe that increasingly intense international competition will make it essential to specify and attain quantitative product characteristics in software-based systems. This will drive software engineering to become a true engineering discipline.

Existing technologies will become either better focused (reduced-operation software), more disciplined (reuse-measurement approaches), or more practical (formal development methods), providing more effective models for software development. The new disciplines of cognitive psychology and software sociology will enrich software technology.

Process and product models and other forms of structured experience will
aid in the practical engineering of software. Feedback and learning through measurement based on these models will become fundamental. Software models will become corporate assets, used not only for improving quality but also for transferring technology. Companies will plan for efficient technology transfer.

The justification for any measure is its role in helping satisfy user needs, and the importance of the measure is its correlation with this satisfaction. The presence of measures indicates that a technology is being challenged in a healthy fashion, that it is responding positively, and that it is therefore maturing.
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