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1 Introduction

Type systems have long been a central feature of quantum programming languages. The quantum lambda calculus \cite{16} introduced linear types for guaranteeing the no-cloning theorem of quantum mechanics and QWIRE \cite{12,14} added dependent types for specifying circuit families. However, the basic type in all of these systems is the \textit{qubit} from which we can build pairs or more complex data structures of qubits.

By contrast, quantum resource theories recognize different kinds of quantum data. For instance, LOCC (local operations and classical communication) as the resource theory of entanglement \cite{10,6} emphasizes the difference between separable states and entangled states. Similarly, the various resource theories of coherence \cite{3,18} are based on defining classes of channels that preserve incoherent states (and hence do not generate coherence).

In these systems, communication, entanglement and coherence may be treated as resources that can be converted and consumed. An example is quantum teleportation that shows how we can use an EPR pair and two bits to transmit a qubit. This can be thought of as a \textit{proof} that two bits and one \textit{ebit} (the EPR pair) can be converted to one qubit of communication. Similarly, in the superdense coding protocol, which we present in \S 3 below, two bits of information can be transmitted between two parties using one ebit and one qubit of quantum communication. Consequently the ebit is a good candidate for a \textit{type} in a type system.

In this work, we present a lightweight type system for stabilizer quantum mechanics. This system distinguishes between classical and maximally coherent qubits, as well as separable and maximally entangled qubit pairs. As such, it can act as a lightweight type system for computing with the common Clifford set of quantum gates. Together with a supertype for non-stabilizer states (analogous to Top or Object), this can make useful guarantees about even general quantum programs.

The system we present here is quite limited in that it only talks about a subset of Clifford gates and two qubit entanglement. This restriction is precisely what allows it to efficiently and precisely characterize quantum programs that in the general case have exponential running time. In \S\S 4 and 5 we sketch out how to extend the system with more qubits and gates, while proposing a variety of applications for the current system and its extensions.

2 Types for a Stabilizer Subsystem

\textbf{Single Qubit Types} \ We will begin by considering two single-qubit states of interest. The type \textit{Z} consists of the eigenvectors of the Pauli \textit{Z} matrix, which are the computational basis states $|0\rangle$ and $|1\rangle$ up to a global phase. (That is, $e^{i\theta}|0\rangle$ is in \textit{Z} for any $\theta$.) The type \textit{X} is that of the equal superpositions $|+\rangle$ and $|-\rangle$ (the eigenvectors of Pauli \textit{X} matrix) again up to a global phase.

If we consider the \textit{Z}, \textit{X} and \textit{H} operations, both \textit{X} and \textit{Z} take basis states to basis states and equal superpositions to equal superpositions. On the other hand, the Hadamard gate \textit{H} moves between the types,
taking $Z$ to $X$ and $X$ to $Z$. Hence we can give our operators the following types:

$$ Z : Z \rightarrow Z \mid Z : X \rightarrow X \mid X : Z \rightarrow Z \mid X : X \rightarrow X \mid H : Z \rightarrow X \mid H : X \rightarrow Z $$

**Adding Entanglement** In order to type two-qubit gates, for example the controlled-NOT (CNOT), we first need to add pair types corresponding to unentangled qubits. We write these as $A \otimes B$ and can similarly write $f \otimes g$ for operations $f, g$ to represent applying $f$ to the first element and $g$ to the second. We also introduce the $I$ operation that acts as the identity, with the type $A \rightarrow A$ for any $A$. Then $\otimes$ is functorial in that if $f : A \rightarrow A'$ and $g : B \rightarrow B'$ then $f \otimes g : A \otimes B \rightarrow A' \otimes B'$.

In order to derive the additional types we need, consider applying CNOT to the possible combinations of $Z$ and $X$. If we apply CNOT to $Z \otimes Z$ it behaves like a classical XOR on the second qubit, leaving it in one of the basis states. Similarly, CNOT takes $Z \otimes X$ to $Z \otimes X$. Somewhat more surprisingly, for any $\phi \in \{||+,\;|++,\;|--,\;|+-\}$, CNOT($\phi$) is still in the same set, meaning $CNOT : X \otimes X \rightarrow X \otimes X$. Finally, applying a CNOT from an equal superposition qubit to a classical qubit yields one of the four well-known Bell pairs, up to a global phase:

$$ |\Phi^+\rangle = \frac{1}{\sqrt{2}} (|00\rangle + |11\rangle) \quad |\Phi^-\rangle = \frac{1}{\sqrt{2}} (|00\rangle - |11\rangle) \quad |\Psi^+\rangle = \frac{1}{\sqrt{2}} (|01\rangle + |10\rangle) \quad |\Psi^-\rangle = \frac{1}{\sqrt{2}} (|01\rangle - |10\rangle). $$

We call the type of these states $E$ (for EPR pair).

It’s not hard to see that applying an $X$ or $Z$ to either element of an EPR pair yields an EPR pair. Applying a CNOT to an EPR pair reverses the entanglement, yielding a term of type $X \otimes Z$. It’s also important to note that the $E$ type is symmetric: If $(q_1, q_2) : E$ then $(q_2, q_1) : E$, allowing us to perform a CNOT in the other direction.

However, if we apply an $H$ to either qubit of an EPR pair we obtain one of the following four states:

$$ \frac{1}{2} (|00\rangle + |01\rangle + |10\rangle - |11\rangle) \quad \frac{1}{2} (|00\rangle + |01\rangle - |10\rangle + |11\rangle) \quad \frac{1}{2} (|00\rangle - |01\rangle + |10\rangle + |11\rangle) \quad \frac{1}{2} (|00\rangle - |01\rangle - |10\rangle - |11\rangle) $$

These correspond to the two-qubit *graph states* \cite{9, 2}, which we call $G$.

Adding $E$ and $G$ to the system, we get the typing rules in fig. \ref{fig1}. As the controlled-Z gate is semantically equivalent to $(I \otimes H)CNOT(I \otimes H)$ we can easily obtain the rules for $CZ$ as well. Finally, the rules for measurement in the computational basis are clear for $Z$, $X$ and $E$, and straightforward to verify for $G$.

$$\begin{align*}
Z : Z \rightarrow Z & \mid Z : X \rightarrow X & \mid Z \otimes I : E \rightarrow E & \mid Z \otimes I : G \rightarrow G \\
X : Z \rightarrow Z & \mid X : X \rightarrow X & \mid X \otimes I : E \rightarrow E & \mid X \otimes I : G \rightarrow G \\
H : Z \rightarrow X & \mid H : X \rightarrow Z & \mid H \otimes I : E \rightarrow G & \mid H \otimes I : G \rightarrow E
\end{align*}$$

$$\begin{align*}
CNOT : Z \otimes Z \rightarrow Z \otimes Z & \mid CNOT : Z \otimes X \rightarrow Z \otimes X & \mid CNOT : Z \otimes Z \rightarrow E \\
CNOT : X \otimes X \rightarrow X \otimes X & \mid CNOT : E \rightarrow Z \otimes X & \mid CNOT : G \rightarrow G \\
CZ : Z \otimes Z \rightarrow Z \otimes Z & \mid CZ : Z \otimes X \rightarrow Z \otimes X & \mid CZ : X \otimes Z \rightarrow X \otimes Z \\
CZ : X \otimes X \rightarrow G & \mid CZ : E \rightarrow E & \mid C : G \rightarrow X \otimes X
\end{align*}$$

$$\begin{align*}
meas : Z \rightarrow Z & \mid meas : X \rightarrow Z & \mid meas \otimes I : E \rightarrow Z \otimes Z & \mid meas \otimes I : G \rightarrow Z \otimes X
\end{align*}$$

Figure 1: The typing rules for two qubits and $Z$, $X$, $H$ and CNOT. All the rules for one-qubit operations applied to two-qubit systems are symmetric.

### 3 Example: Superdense Coding

To illustrate the power of this simple system, consider the example of superdense coding as in fig. \ref{fig2}. Superdense coding allows Alice to convey two bits of information $x$ and $y$, which we treat as qubits in the $Z$ state, to Bob by sending a single qubit and consuming one EPR pair.
Figure 2: Superdense Coding sending classical bits $x$ and $y$ from Alice to Bob. The channel $C$ represents Alice transmitting her qubit to Bob.

We can write this out as a simple imperative program with Hoare-style triples representing the types before and after each operation. We treat our channel ($C$), which conveys Alice’s qubit to Bob, as perfect and therefore equivalent to a no-op.

$$\{x, y : Z; (a, b) : E\} \quad C \{x, y : Z; (a, b) : E\} \quad CNOT(y, a) \quad C_{A \rightarrow B} \quad \{x, y : Z; (a, b) : E\}$$

$$\{x, y : Z; (a, b) : E\} \quad CNOT(a, b) \quad H(a) \quad \{x, y, b, a : Z\}$$

This can also be viewed as a simple functional program in which every variable is shadowed: $H(a)$ is equivalent to $a \leftarrow H a$. Every typing triple here follows directly from the rules in fig. 1. This proves that our superdense coding program successfully produces two qubits in the $Z$ basis.

We can further annotate the types with $P$ and $M$ to indicate a substate being pure or mixed, thereby tracking whenever measurement has introduced non-determinism. In our example this is trivial: We never perform a measurement so if $x$ and $y$ are pure states so are the output qubits.

Another useful addition to the type system is ownership. Superdense coding is a central example of a class of quantum communication protocols. By annotating the typing judgements with ownership information and restricting multiqubit operations to qubits under the same ownership, we can guarantee that superdense coding only transmits a single qubit, via the provided channel $C$. (Note that measurement and ownership types are both forms of static information-flow control [15].) With this additional typing information, we can produce the typing triple

$$\{x, y : Z_A^P; (a, b) : E_{A,B}^P\} \text{ superdense}(x, y, a, b) \quad \{x, y : Z_A^P; a, b : Z_B^P\},$$

which states that superdense coding deterministically turns Alice’s two classical qubits and shared EPR pair with Bob into two classical qubits for Alice and two for Bob.

### 4 A check matrix semantics for types

All our typing rules can be efficiently validated using a Gottesman-Knill, or check matrix, semantics (c.f. [1] or [11], §10.5)). We associate an $n$-qubit Pauli operator to a row vector over the binary field $F_2$ via

$$(X^{x_1} Z^{z_1}) \otimes \cdots \otimes (X^{x_n} Z^{z_n}) \mapsto (x_1 \cdots x_n \mid z_1 \cdots z_n)$$

For instance, $X$ and $Z$ have the following check matrices:

$$X \mapsto (1 ) \quad Z \mapsto (0 )$$

All our stabilizer types are the joint eigenvalues of a (commutative) group of Pauli operators, typically called the stabilizer group of the state. We define a semantics for our types by taking the check matrix associated with its stabilizer group. For example, the entangled type $E$ is the joint eigenvector of the group $\langle X \otimes X, Z \otimes Z \rangle$; we associate this type with a check matrix by mapping each generator to a row:

$$X \otimes X \mapsto \begin{pmatrix} 1 & 1 & 0 & 0 \\ 0 & 0 & 1 & 1 \end{pmatrix} \quad Z \otimes Z \mapsto \begin{pmatrix} 1 & 1 & 0 & 0 \\ 0 & 0 & 1 & 1 \end{pmatrix}$$
We could choose different generators for our group, the result of this is to apply row reduction operations to our check matrix. Hence such check matrices are uniquely defined by a reduced echelon form.

The operations $X, Z$ and $H$ take qubit types to qubit types. As $X$ and $Z$ preserve the qubit types while $H$ inverts them, we can denote them in check matrix semantics as linear transformations:

$$X, Z \mapsto \begin{pmatrix} 1 & 0 \\ 0 & 1 \end{pmatrix}, \quad H \mapsto \begin{pmatrix} 0 & 1 \\ 1 & 0 \end{pmatrix}$$

Then, for example, the linear algebra equality

$$\begin{pmatrix} 1 \\ 0 \end{pmatrix} \cdot \begin{pmatrix} 0 & 1 \\ 1 & 0 \end{pmatrix} = \begin{pmatrix} 0 & 1 \end{pmatrix}$$

is the semantic representation of the Hoare triple $\{ q : X \} H(q) \{ q : Z \}$ or the typing statement $H : X \to Z$.

Note that there are many more binary matrices, even in reduced echelon form, than the types we have described above. Even for a single qubit, the eigenvectors of $Y = iXZ$ – with check matrix $\begin{pmatrix} 1 \\ 0 \end{pmatrix}$ – define an additional type $Y$ containing the terms

$$\frac{1}{\sqrt{2}}(\ket{0} + i\ket{1}) \quad \text{and} \quad \frac{1}{\sqrt{2}}(\ket{0} - i\ket{1})$$

While the unitary $Y$ shares typing rules with $X$ and $Z$ for our existing types, adding the phase gate $S$ would force us to expand the system, taking $X$ to $Y$ and $G$ and $E$ to new entangled states. These are easy to discover, however, by applying the $S$ check matrix $\begin{pmatrix} 1 \\ 0 \end{pmatrix}$ to our existing types.

## 5 Applications and Future Work

This work can be extended to cover a wide range of applications, some of which we list below.

**Quantum teleportation.** We cannot directly verify the teleportation protocol using just the $Z, X$ and $E$ types as the state to be teleported could be arbitrary. However, we can demonstrate entanglement swapping: Alice shares one ebit each with Bob and Carol using which an ebit shared between Bob and Carol can be produced. This requires us to add additional 3 and 4-qubit entangled types via the methods of §4.

**Key distribution and error correction.** Quantum key distribution (QKD) protocols [4, 7] where Alice and Bob share EPR pairs and measure in either the $Z$ or $X$ bases, are easy to typecheck using our system. Additionally, stabilizer codes [17, 5] used for error correction are a natural fit for this typesystem where information is encoded in the eigenvectors of Pauli operators and error correction is performed by a series of Clifford operations.

**Ancilla correctness.** Many quantum circuits introduce ancillary qubits that are used to perform some classical computation and are then discarded in a basis state. While the Quipper [8] and Q# [19] languages allow us to assert that ancilla are separable and can be safely discarded, and QWIRE allows us to manually verify this [13], our type system can automatically guarantee ancilla correctness by showing that the ancillae are in $Z$ and (therefore) separable.

**Resource tracking.** Resource monotones can track the amount of resources contained in a type. For instance, at a very coarse level, one might quantify the amount of entanglement in a state by counting the number of ebits needed to create the state. In this case, a product state has a resource value 0 while an EPR pair has value 1. By a suitable extension to our type system, we can similarly calculate the resource cost of various operations, say, by counting the number of $E$ types used in a protocol. Then, superdense coding has an $E$-count of 1 while entanglement swapping will have an $E$-count of 2. One way to include such monotones into the typesystem is by associating some numbers to the types. However, we expect that this will require significant modifications to the typesystem as discussed in this work, making this a long-term goal.
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