As we learned from the previous lecture, the time complexity of “contains” method in the Bag class is O(n). This is because, in worst case, we have to check every item in the items array to know if a given item exists in the array. For example, if we look for 6 from the array given in Figure 4.1, we will have to check every single item in the array. On average, we compare $\frac{N}{2}$ times, where N is the length of the array. Can we do better?

If the array is sorted, then we can use binary search, which has the time complexity of $\log(N)$. For example, to find 9 from the sorted array in Figure 4.2, we first compare 9 with 5, the item in middle of the array. Because 9 is greater than 5, it means 9 can only exist in the right side of 5. In this way, we can cut half of the array after each comparison. $\log(n)$ is a huge improvement. If input size increases 1000 times, the time for an $O(n)$ algorithm increases 1000 times, while it increases only 20 times for a $\log(n)$ algorithm.

In this section, we extend the Bag class such that the extended bag, SortedBag, inserts the items into bag in sorted order. Because the items are sorted, we can use binary search for the contains method. To sort the items, we should be able to compare them to each other. Therefore, items in SortedBag must implement Comparable interface.

```java
public class SortedBag<E extends Comparable> extends Bag<E> {
    public SortedBag (){
        //We cannot use the Object array in the Bag because Object
        //cannot be cast into Comparable.
        items = (E[]) new Comparable[capacity];
    }
    /**
    */
}
```

4.1 Sorted Bag

Listing 1: Sorted Bag Class
* doubles the size of items array.
* We override this method because we
* create Comparable[]
*/
@Override
protected void resize(){
    capacity *= 2;
    E[] temp = (E[]) new Comparable[capacity];
    for(int i = 0; i < N; i++){
        temp[i] = items[i];
    }
    items = temp;
}
/**
* Insert an item in sorted order.
*/
@Override
public void insert(E item){
    if(N == capacity){
        resize();
    }
    if(N == 0){
        items[0] = item;
        N++;
        return;
    }
    int index = N-1;
    while(items[index].compareTo(item) > 0){
        items[index+1] = items[index];
        index--;
    }
    items[++index] = item;
    N++;
}
/**
* binary search from the bag
*/
public boolean contains(E item){
    int m = 0;
    int s = 0;
    int t = N-1;
    while(s <= t){
        m = (t+s)/2;
        if(items[m].equals(item)) return true;
        if(items[m].compareTo(item) > 0){
            t = m - 1;
        } else {
            s = m+1;
        }
    }
}
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