Order Statistics: MEDIAN

if list size is odd, median is \( \lceil \frac{n}{2} \rceil \)th element in a sorted version of the list.

\[
\begin{array}{ccccccc}
1 & 2 & 3 & 4 & 5 & 6 & 7 \\
2 & 2 & 7 & 1 & 4 & 4 & 3
\end{array}
\]

if list size is even, then there are two medians:
lower median: \( \lceil \frac{n}{2} \rceil \)th element in a sorted version of list.

\[
\begin{array}{ccccccc}
1 & 2 & 3 & 4 & 5 & 6 & \color{blue} 7 \\
2 & 7 & 4 & 1 & 6 & 5 & \color{blue} 3
\end{array}
\]

upper median: \( \lceil \frac{n+1}{2} \rceil \)th element in a sorted version of list.
When we talk about median, we will be talking about the lower median or $\sqrt{\frac{n}{2}}$th element in a sorted version of the list. (List size even or odd)
How to find the median?

1. Sort list with Merge Sort.
2. Return the $\left\lceil \frac{n}{2} \right\rceil$th element.

Runtime in terms of comparisons: $\Omega(n \log n + C)$

Can we do better?
Inspiration from Min? Max?

- If we looked for minimum value, discarded it, looked for next minimum value, etc. \(n/2\) times we would get median.

- How much time would this take?

\[O(n^2)\]

- This is as bad as sorting!

- Using divide-and-conquer did not lead to any improvements in Min or Max, but did lead to some improvement for MinMax.
What if we try divide and conquer?

Is median finding easy when the list size is small?

When list size = 3

\((n = 3)\)

median can be found with this algorithm:

1. Find min. Discard.
2. Find max. Discard.
3. Remaining element is median!

This is \(2(n-1) = 4\) comparisons.

Can be done in \(\frac{3n}{2} - 2 = 3\) comparisons.

Note: \(a \text{ R } b \exists \text{ we need only know } b \text{ R } c \) these three relations (comparisons).
Median Finding  Divide and Conquer

1. Split list into sublists all of size 3.

2. Find median of each sublist.

3. Take list of medians and find the median of that list.

Is this correct??

*Thanks Evan!*
Let's try this algorithm out:

1 3 5 2 4 6 7 8 9

actual median: 5  Median: 3

median computed by algorithm: 4

Split into sublists

1 3 5 2 4 6 7 8 9

Median: 3  Median: 4  Median: 8

resulting list of medians: 3 4 8

median computed by algorithm: 4
Median of medians” approach does not work!

But can we use the median of medians for something?

Example:

2 6 5 12 11 10.

Actual median: 6

“Median of medians”: 5

(when breaking list into 3-element sublists). Let’s call this MoM$_3$.

IDEA: use MoM$_3$ as a pivot!

- Partition list based on pivot

\[ \begin{array}{c|c|c|c|c} 
\text{MoM}_3 & 5 & \text{MoM}_3 & 12 & 11 \ 10 \\ \end{array} \]

- Where is median? It is in the BIGGER sublist.
Let's use this fact to define a recursive median-finding algorithm.

Let's define

\[
\text{SELECT}(\text{list}, i)
\]

// returns i'th value in the sorted version of the list.

(The list is not actually sorted!)

So to find median, we call \( \text{SELECT}(\text{list}, \frac{n}{2}) \) (assume \( n \) even).

\[
\text{SELECT}(\text{list}, 1) \quad \text{finds} \quad \min
\]
\[
\text{SELECT}(\text{list}, n) \quad \text{finds} \quad \max
\]

So, what happens when we call \( \text{SELECT}(\{2, 6, 5, 12, 11, 10\}, \frac{6}{2}) \)?
Example input: 2 6 5 12 11 10

SELECT (list, i)  
// i = position of desired value.

1. Compute MoM_3.

Example:

<table>
<thead>
<tr>
<th>1</th>
<th>2</th>
<th>5</th>
<th>10</th>
</tr>
</thead>
<tbody>
<tr>
<td>&lt; MoM_3</td>
<td>MoM_3</td>
<td>&gt; MoM_3</td>
<td></td>
</tr>
</tbody>
</table>

2. Partition around MoM_3 and let pos_{MoM_3} = position of MoM_3 after partition.

3. If i > pos_{MoM_3},
   call SELECT ("> MoM_3" list, i - pos_{MoM_3})

   If i < pos_{MoM_3},
   call SELECT ("< MoM_3" list, i )

   If i == pos_{MoM_3},
   return MoM_3.

Note: We are not necessarily looking for the median in the recursive call.
Concrete example:

1. \( \text{SELECT} \left( \{2, 6, 5, 12, 11, 10\}, \frac{6}{2} \right) \)
   
   \( i = \text{position of desired value} \)
   
   \( = \frac{6}{2} = 3 \) initially

\[
\begin{array}{ccc}
1 & 2 & 5 \\
& \uparrow \\
& \text{MoM}_3
\end{array}
\]

\( \overset{\text{pos}}{\text{MoM}_3} = \overset{2}{\text{ }} \)

\( (i > \text{pos}_{\text{MoM}_3}), \text{ so} \)

2. \( \text{SELECT} \left( \{6, 12, 11, 10\}, 3 - 2 \right) \)

\[
\begin{array}{c}
6 \quad 12 \\
\rightarrow \\
10
\end{array}
\]

10 is MoM_3.
\[ \begin{array}{c}
6 \\
10 \\
12 \quad 11
\end{array} \]

\[ \text{MoM}_3 \]

\[ i = 1 \]
\[ \text{pos}_{\text{MoM}_3} = 2 \]

\[ i < \text{pos}_{\text{MoM}_3}, \]

so

\[ \text{SELECT}( \xi 6 \xi, 1) \]

\[ \text{MoM}_3 = 6 \]
\[ \text{pos}_{\text{MoM}_3} = 1 \]

\[ i = \text{pos}_{\text{MoM}_3}, \text{ so return } 6! \]
\[
\begin{align*}
\text{SELECT} \ (\text{list}, \ i) \ &\ \& \\
// i = \text{position of desired value.} &\\
\end{align*}
\]

1. Compute \( \text{MoM}_3 \).
   \footnote{by calling \text{SELECT} \ (\text{list of medians, } n/6)}
   \footnote{example: \( \text{MoM}_3 \) of \{2, 5, 12, 11, 10\} is \text{SELECT} \ (\{5, 11\}, \ 1) = 5} \footnote{found all \( \text{MoM}_3 \) \footnote{\( n \cdot \frac{1}{3} \)}.}

2. Partition around \( \text{MoM}_3 \) and let \( \text{pos}_{\text{MoM}_3} = \text{position of } \text{MoM}_3 \text{ after partition}. \)

3. If \( i > \text{pos}_{\text{MoM}_3} \),
   \begin{align*}
   \text{call } \text{SELECT} \ ("\geq \text{MoM}_3" \text{ list}, \ i - \text{pos}_{\text{MoM}_3})
   \end{align*}

4. If \( i < \text{pos}_{\text{MoM}_3} \),
   \begin{align*}
   \text{call } \text{SELECT} \ ("< \text{MoM}_3" \text{ list}, \ i)
   \end{align*}

5. If \( i = \text{pos}_{\text{MoM}_3} \),
   \begin{align*}
   \text{return } \text{MoM}_3.
   \end{align*}
What is the RT of \( 1 \) and \( 2 \)?

\( 1 \) Compute \( M_{m3} \)

- Time to find medians of each sublist: 
  
  \[
  3 \text{ comparisons } \frac{n}{3} \text{ times } = O(n)
  \]

- Time to compute \( M_{m3} \) from list of medians of size \( \frac{n}{3} \) done recursively:
  
  \[
  T\left(\frac{n}{3}\right)
  \]

\( 2 \) Time to partition: \( O(n) \)

But how hard is it to compute Step(3) — the main recursive call?
Imagine you could line up “towers of 3”, sorted by medians. (Not actually described conceptually as sorted!!)

What is the run-time of $\Theta$?

\[
\begin{array}{cccccc}
\text{x} & \text{x} & \text{x} & \text{x} & \text{x} & \text{x} \\
\text{x} & \text{x} & \text{x} & \text{...} & \text{x} & \text{x} \\
\text{x} & \text{x} & \text{x} & \text{x} & \text{x} & \text{x}
\end{array}
\]

What do we know?

Dead center is the median of medians.

Which $x$'s are definitely less than $\text{Mom}_3$?

Which are definitely greater?

What about others?

$T(\frac{2n}{3})$
\[ T(n) = \text{time to compute MoM}_3 + \text{time to partition} + \mathcal{O}(n) \]

- Time to find medians of each sublist \( O(n) \)
- Time to compute \( \text{MoM}_3 \) from list of medians \( \frac{n}{3} \)
- List size: \( \frac{n}{3} \)
- Done recursively \( T(\frac{n}{3}) \)

\[ T(n) = O(n) + T(\frac{n}{3}) + O(n) + T(\frac{2n}{3}) \]

\[ T(n) = T(\frac{n}{3}) + T(\frac{2n}{3}) + \mathcal{O}(n) \]

Let's solve this...
\[ T(n) = T\left(\frac{n}{3}\right) + T\left(\frac{2n}{3}\right) + an \]

Level 0:
- \[ n \]

Level 1:
- \[ \frac{n}{3} \]
  - \[ \frac{n}{9} \]
  - \[ \frac{2n}{9} \]
- \[ \frac{2n}{3} \]
  - \[ \frac{2n}{9} \]
  - \[ \frac{4n}{9} \]

Level 2:
- longest path

Level m:
- \[ m = \log_{\frac{3}{2}} n \]

\[ T(n) \leq \sum_{i=0}^{\log_{\frac{3}{2}} n} an \]

\[ = an \left( \log_{\frac{3}{2}} n + 1 \right) \]

\[ T(n) \in O(n \log n) \]
Exam

Do not make any change to the exam itself.
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Show of hands:

Friday 3PM Review to go over exam?

Median = 81