**CMSC 132 Lecture Notes**

This file contains lecture notes for CMSC 132. This material need not be presented in the order given here.
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# Course Introduction

* 1. Instructor/TA info
  2. General expectations
  3. Schedule
  4. Purpose of course
  5. Class webpage
  6. Course tools
  7. Pre-requisite expectations (students should already know the bulk of the CMSC 131 content)
     1. Loops, conditional statements
     2. Arrays
     3. Java interfaces
     4. Exception handling
     5. Recursion
  8. Tips for Success
     1. Don’t miss class
     2. Ask questions
     3. Come to office hours
     4. Start projects early
     5. Review items missed on quizzes/exams
     6. Do all handouts from labs and practice questions provided
     7. Study constantly (not just the night before the exam)
  9. Overview of course content
     1. Programming
        1. Advanced Java features
        2. Testing/debugging
        3. Inheritance
        4. Concurrent programming
     2. Abstract Data types
     3. Data structures
     4. Algorithms and algorithm strategies
     5. Asymptotic complexity

# Introduction to Eclipse (Review)

* 1. Idea of Integrated Development Environment (IDE)
  2. Installation of Java (including the JRE and the JDK)
  3. Installation of Eclipse (including CVS plugin and UMCP plugin)
  4. Eclipse perspectives
  5. Connecting to student’s CVS repository
  6. Checking out and submitting projects (demonstration)

# Java Interfaces (Review)

* 1. Polymorphism

# Data and procedural abstraction

* 1. Encapsulation
  2. API

# Java Collection Framework (Intro)

* 1. Collection Interface (not class)
  2. (Review) ArrayList
  3. Generics
     1. Preferred because mistakes lead to syntax errors, not elusive runtime errors
  4. Collection class (not interface)
  5. (Review) for-each loops
  6. Iterator interface
     1. Supports remove (advantage over for-each loop)
     2. Note: for-each loop relies on iterators

# Java wrapper classes: Integer, Float, Double, etc. (Review)

* + 1. Auto-boxing/unboxing

# Enumerated types

* 1. Syntax
  2. compareTo()
  3. values()
  4. == operator to compare values

# Iterators

* 1. Iterator interface
  2. Iterator is always “attached” to a particular collection
  3. One-time use (“disposable”)
  4. For-each loops rely on underlying iterators (but remove is not supported)
  5. Iterable interface (mention it now, implement Iterable classes later in the course)

# Inheritance

* 1. Example with inheritance diagram. Mention details:
     1. Inheritance
     2. Vocabulary:
        1. Superclass/base class
        2. Subclass/derived class
        3. “inherit”
        4. “IS-A”
     3. Transitivity
     4. Polymorphism. Given a polymorphic variable of a certain type:
        1. What kind of objects can be assigned? (Mention “subtype”)
        2. What methods can be invoked?
     5. Dynamic Dispatch
  2. Inheritance vs. Interfaces
     1. Both useful for polymorphic variables
     2. Both result in Subtypes
     3. Extensions provide inheritance (interfaces do not)
     4. Classes can extend only ONE class, but can implement many interfaces
  3. “this” and “super”
     1. Example with memory diagram
     2. Subclasses can also override methods (details lataer)
  4. Constructors
     1. Using “super” to invoke specific superclass constructors
  5. Method overriding
     1. Early/static binding vs. late/dynamic binding
     2. Compare to overloading with an example like this:

public class Base {

public void m (int x) { … }

}

public class Derived extends Base {

public void m (int x) { … }

public int m (int x) { … } // won’t compile! Why?

public void m (double d) { … }

}

Base b = new Base( );

Base d = new Derived( );

Derived e = new Derived( );

b.m (5);

d.m (6);

d.m (7.0);

e.m (8.0);

* 1. Protected visibility
  2. Shadowing variables (usually not desirable)

# Object class (Review)

* 1. Everything extends Object!
  2. Look at API documentation

# “Type” vs. “class”

* 1. An object is an instance of ONE class
  2. Objects may be several “types” (interfaces, superclasses)
  3. Instanceof operator (for checking type)

# Type Casting

* 1. Upcast (to superclass type)
     1. Always OK
     2. Done implicitly by Java when needed
     3. Just ignore extra features of subclass
  2. Downcast (to subtype)
     1. May throw IllegalCastException
     2. Must be done explicitly with casting operator
  3. Complex example like the following. Assume that Student and Faculty are extensions of Person.

Person p = new Person();

Student s = new Student();

Person tricky = new Student();

// For each of the following, decide whether it is OK,

// won’t compile, or compiles but throws exception

Student y = p;

Student y = (Student)p;

Student y = tricky;

Student y = (Student)tricky;

(Faculty)s;

(Faculty)tricky;

* 1. Safe downcasting using instanceof

# Multiple Inheritance

* 1. Definition
  2. Why doesn’t Java allow it? (“Diamond of Death” example.)

# Inheritance vs. Composition

* 1. Inheritance allows polymorphism
  2. Inheritance is a rigid design decision
  3. If composition is sufficient, favor it

# “final”

* 1. Variable (can’t be re-assigned)
  2. Method (can’t be overridden)
  3. Class (can’t be extended)

# Equals method (Review)

* 1. Introduce optimization comparing current object with parameter. Example:

public boolean equals(Object obj) {

if (this == obj) {

return true;

}

if ( ! (obj instanceof Cat)) {

return false;

}

Cat c = (Cat)obj;

return… // compare fields of c vs. this

}

# Abstract classes

* 1. Syntax for abstract class and abstract methods
  2. Do an example. Perhaps
     1. Shape is a class with state and some methods, but with an abstract method (calculateArea) that is implemented by concrete subclasses (Triangle, Circle, Square).
  3. Abstract class cannot be instantiated
  4. Can be used as a type (yields polymorphic variable)
  5. Compare with interfaces:
     1. Inheritance
     2. Classes can implement multiple interfaces (but can only extend one class)
     3. Favor interfaces

# Comparable interface (Review)

* 1. Needed for Collections.sort, Arrays.sort, Collection classes we’ll learn later (SortedMap, SortedSet)
  2. Defines “natural order”
  3. If your class implements Comparable then it should override equals (so that whenever compareTo returns 0, those objects are considered equal).

# Comparator Interface

* 1. Do a good example where instances of a class are sorted many ways

# Programming errors (Review)

* 1. Syntax
  2. Semantic
  3. Logical

# Testing (Review)

* 1. Integrated vs. Unit
  2. JUnit
     1. Syntax
     2. Demonstration with Eclipse

# Code Coverage

* 1. Statement coverage
  2. Conditional coverage

# Exception Handling (Review)

* 1. State examples of context and when to “throw” exceptions
  2. Do not use exception handling for “normal” program flow.
  3. Examples of exception classes
  4. What happens when exception is thrown?
     1. Draw Call stack and discuss
        1. Java looks for handler in current frame
        2. If found, exception is handled
        3. If not found, this frame is popped off the stack, now consider previous frame
  5. How do we write “handler”
     1. Try/catch
     2. Multiple catch blocks
     3. Finally block
  6. Checked vs. Unchecked exceptions
     1. Show inheritance diagram with picture of many exception classes:

![](data:image/png;base64,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)

* + 1. Unchecked
       1. Typically severe errors (such as “programming errors”) that you cannot recover from
       2. These should not be happening in a finished project.
    2. Checked
       1. More common problems that program should handle.
       2. Cannot be ignored.
          1. Handle locally OR
          2. Declare that your method “throws” the exception. (Allows it to pass on to the caller.)
  1. Catches should be for situation. Don’t do this: catch(Thowable e)

# Inner classes

* 1. Syntax for class declarations
  2. Each instance of the inner class is “tied to” a particular instance of the outer class.
  3. An outer class instance can have 0, 1, or multiple inner class instances “tied to” it.
  4. Inner class has access to all features of outer class (even private ones!)
  5. Syntax for instantiating inner class (object must be connected to existing outer class instance):

OuterClass outer = new OuterClass();

OuterClass.InnerClass inner = outer.new InnerClass();

* 1. Typical examples of inner class:
     1. Talk about Event handler attached to a GUI component
     2. Demonstrate with examples of a List implanting the Iterable interface.
        1. Iterator() method will return an instance of an inner class that implements Iterator.

# Nested classes

* 1. Syntax (like inner class, but “static”)
  2. No relationship between instances of inner and outer classes
  3. Inner class can access static members of outer class (even private ones)
  4. Typical use: We’ll use them like this:

public class LinkedList {

private static class node() {

}

}

# Deep vs. Shallow copy (Review)

* 1. Draw memory diagram and explain
     1. Shallow copy is probably fine when members are immutable
     2. Deep copy may be required when members are mutable

# Clone

* 1. Recall copy constructor (not always available)
  2. Clone method can be overridden
     1. Fast shallow copy
     2. Tricky contract
     3. Cloneable interface (“Marker interface”) used to indicate class can be safely cloned.
     4. Superclass must implement Clonable
     5. Members requiring deep copy must implement Clonable
     6. To override clone:
        1. Invoke super.clone()
        2. Does “correct” copy of base-class portion
        3. Does shallow copy of extended portion
        4. If deeper copy is needed (because members are mutable), call clone on members.
        5. Example:

public Student clone() throws CloneNotSupportedException {

Student theCopy = (Student)super.clone();

theCopy.address = (Address)address.clone();

return theCopy;

}

# Initialization blocks

* 1. Static initialization block
     1. Runs ONCE when class is loaded
  2. Non-static initialization block
     1. Runs each time an instance is created
     2. Runs before constructor

# Garbage collector (Review)

* 1. Explain with memory diagram
  2. Garbage collector typically runs when heap space is running out
  3. You can invoke it explicitly, but hardly ever need to

# Software development process and systematic method design (Review)

* 1. General software development process (iterative approach)
     1. Identify the components that make up the system.
     2. Figure out and analyze use cases that the system should be able to handle
     3. Determine the program modules (classes) and their APIs (interfaces). How will the components interact? Which components rely on each other?
     4. Build a basic prototype that features the essential/core components. (Just enough to be able to run and demonstrate the primary functionality)
     5. Iteratively refine this prototype so that it comes closer and closer to the desired product.
  2. Systematic Method (function) design
     1. Define data types/structures
        1. Figure out what kind of data must be represented
        2. Identify which primitives/classes/structures can be used for this kind of data
     2. Define Signature and contract
        1. Types of parameters for input
        2. Return type (or side effects) for output
        3. Document the “purpose” of the method. What does it do?
        4. Create a “stub” for the method (to be filled in)
     3. Come up with cases (examples)
        1. Determine the spectrum of input cases that may occur.
        2. Write down what the output should be for various inputs, E.g. foo(7) → orange
        3. Think about edge/corner cases
        4. Optionally, implement actual test cases (JUnit) now.
     4. Create an outline/template for the method
        1. Come up with an “inventory” of what is available at the start of the method. In Java, this may include parameters, (public) static data members, and the current object in an instance method.
        2. Write down (perhaps in pseudocode) the basic algorithm/steps the method should follow.
     5. Implementation
        1. Rely heavily on previous two steps
     6. Testing
        1. Based on cases from step iii

# Asymptotic Complexity

* 1. Intuition
     1. For a particular algorithm, consider a graph of time (T) as a function of n (size of dataset).
     2. Note that the graph will not be decreasing.
     3. Not every algorithm is “linear”
        1. Examples that run in linear time
        2. Examples that run in quadratic time
        3. Examples that run in log time
     4. Graphs tend to asymptotically approach some fixed (known) function. (A line, a parabola, an exponential curve, log curve, etc.)
     5. Considering graphs for two algorithms that solve the same problem, can we say which is “faster”?
        1. If the shapes are different (e.g. line vs. parabola) then we can say something specific: “For sufficiently large values of n, the linear algorithm will be faster than the quadratic algorithm”.
  2. Big-O notation
     1. Idea: f is O(g) means f is “not significantly slower” than g.
     2. Definition:

f is O(g) means:

there exist constants M, N such that:

for all n>N, M\*g(n) >= f(n)

* + 1. Easy “proofs” (from the definition):
       1. Example: Prove that 2n^2 + 15n + 20 is O(n^2).
          1. Find M that we can multiply n^2 by so that it dominates the other. (3 looks good.)
          2. Find N such that whenever n>N we have

2n^2 + 15n + 20 <= (3) n^2

* + - * 1. N = 1? N = 100? N = 1000 works.
        2. Carefully state what you have shown:

2n^2 + 15n + 20 is O(n^2) because

For all n > 1000, we have

2n^2 + 3n + 20 <= (3) n^2

* + 1. Using the definition of Big-O, functions can be placed into categories. Mention these explicitly:

O(1), O(log n), O(n), O(n^2), O(n^3)… O(n^1000000)… O(2^n), O(3^n)….. O(n!), O(n^n)….

* + 1. Familiarize students with notation by saying:
       1. All linear functions are O(n), O(n^2), O(n^1000)
       2. All logarithmic functions are O(log n), O(n), etc.
  1. Looking at code and determining runtimes
     1. Simple examples with one loop (Some O(n), some O(1), some O(log n)…).
     2. Examples with nested loops (Some O(n^2), some O(n), some O(1)…)
     3. Example with exponential time
     4. Example with log time
     5. Example with constant time
     6. Looking for “bottleneck”. (Worst section dictates performance of a whole sequence of sections.)
  2. Brief discussion of “case” analysis
     1. Best case (not usually very informative)
     2. Worst case (the function that measures the performance of the worst input case for each value of n – this can be useful to know.)
     3. Average case (the most useful analysis – the function that measures the average performance for each value of n.)

# Writing classes with parameterized types

* 1. Pair example
  2. MyList example
  3. Using type variable for variable declarations, return types, parameters
  4. Using “extends” in class declaration, e.g.: class MyList<T extends X>
  5. Example: class MyList<T extends <Comparable<T>>
  6. Syntax with arrays: T[]a = (T[]) Object[4];
  7. Is String[] a subtype of Object[]? YES. Show example where this causes problems.
  8. Is ArrayList<String> a subtype of ArrayList<Object>? NO. Error from compiler. (Good!)
  9. Using “? extends” for variables
     1. ArrayList<Athlete> a; Does NOT allow for subclasses of Athlete.
     2. ArrayList<? extends Athlete> a; DOES allow for subclasses of Athlete.
     3. Note: You cannot add elements to the collection.
     4. Usually used as a type for a parameter.

# Overview of Linear ADTs

* 1. List
     1. Mention vocabulary: Head, tail
     2. Add
     3. Insert
     4. Replace
     5. Remove
     6. Get by index
     7. Search (return index number, if found)
  2. Stack
     1. Push
     2. pop
  3. Queue
     1. enqueue
     2. dequeue

# Linear Data Structures

* 1. Arrays (contiguous allocation)
  2. Linked List (linked allocation)
     1. Nodes
        1. Reference to data
        2. Reference to next node
     2. Draw memory diagram
     3. Mention “head” reference
     4. Mention possibility of optional “tail” reference
     5. Mention last Node having null reference (typically)
     6. What would an empty linked list look like?
     7. Talk about how we traverse using a “cursor”
     8. Do a lengthy example of a typical linked list implementation (using a parameterized type)
  3. Comparing Array with LinkedLists
     1. Add
        1. Array
           1. O(n) if just one operation, or if adding to the front, or inserting in the middle.
           2. Add to the end can be O(1) in aggregate, by maintaining extra empty boxes, and multiplying the array by a fixed constant multiplier any time you run out of room.
        2. Linked List
           1. Add/insert “at cursor” – O(1)
           2. Add at head – O(1)
           3. Add at tail (with reference) – O(1)
           4. Add/insert in the middle without a cursor already there – O(n)
     2. Remove
        1. O(n) for array
        2. Linked List
           1. Remove at head – O(1)
           2. Remove from cursor – O(1) as long as it’s not the tail node. (How? Copy data from next node to current Node, copy next reference from next node to current node.)
           3. Remove from tail -- O(n)
           4. Remove with cursor to previous node – O(1)
     3. Replace
        1. O(1) for array
        2. Linked List
           1. Head/ at cursor (including tail reference) – O(1)
           2. Elsewhere – O(n)
     4. Random access (get by index)
        1. O(1) for array
        2. O(n) for Linked List
     5. Search is O(n) for either one (unless Array is sorted, then O(log n))
  4. Doubly Linked List
     1. Like Linked List but with another reference for previous node
     2. Draw memory diagram
     3. Show coding example (don’t spend much time on this)
     4. Performance compared to linked list?
        1. Delete last node is now O(1). Not much to gain.
        2. Disadvantage – extra memory taken up by prev reference
  5. Best data structure to implement a Stack? Linked List with “top” at head.
  6. Best data structure for Queue? Linked List – add to tail, remove from head.

# Java classes for Lists

* 1. List interface
  2. ArrayList
  3. LinkedList

# Abstract Data Types related to Sets

* 1. Set
     1. Add
     2. Contains? (Search)
     3. Remove
  2. Map
     1. What is it?
     2. put (key, value pair)
     3. Get value from key
     4. Remove
     5. containsKey
     6. containsValue
     7. getKeySet
     8. getValueSet

# Hash Tables

* 1. If a Set is implemented with an Array or Linked List, how fast is search?
     1. Linked List – O(n)
     2. Array – Could be as good as O(log n) if sorted
     3. Hash Table…. In many cases O(1).
     4. Downside of Hash tables? Cannot maintain a sorted/ordered collection.
  2. Example: Storing Univ. of MD students in a table using ID numbers as keys (ID numbers are sequences of 9 digits)
  3. Fastest way possible? Make an array of references to students of size 1,000,000,000 so that each ID number corresponds to a unique index number. Obviously very wasteful! (Most boxes unused)
  4. Another idea? Make an array of size 100,000 and then use IDNumber % 5 to pick a box. Works pretty well, but there will be collisions! How to handle collisions?
     1. Linear probing -- If box is already taken, try the next box, then the next one, until an empty one is found. Note that ID number must be stored as part of student record in order to locate a student later.
     2. Buckets – instead of an array of Student references, make it an array of references to a small List or Set (or Tree, learned later). Bucket will collect all students who have ID numbers with the same last 5 digits.
     3. What if the distribution is not uniform? (Many students have ID numbers that are clustered together, so we have many buckets that are empty while others are too big.)
        1. Multiply by a large prime, p first:

Bin number = (ID \* p) % 100,000

* 1. This is a hash table, but it will only work for data that has a field like an ID number (a whole number) What if we are storing data without such a field?
     1. A hash function is a function that maps objects to integers.
        1. Important: If the object is mutable, then care must be taken to always produce the same hash code. Otherwise the element can get lost in the table!
     2. Hash codes are the numbers that are assigned to each object.
     3. A good hash function will
        1. Scatter that data around the table (few elements have same hashCode)
        2. Be fast to calculate
     4. Example: Cat class where a Cat has a name (String) and a number of stripes (int).
        1. Could just use number of stripes as hashcode. (Terrible – very few unique values.)
        2. Could use ASCII code of first letter in name. (Only 26 hash codes)
        3. Could add together ASCII codes of the letters in the name. (Not too bad.)
           1. Still many collisions. The following names would generate the same hashcodes:

“EFG”, “GFE”, “FGE”… “DFH”, “FDH”, “HFD”, … “CFI”, “IFC”,… etc.

* + - 1. Could add together ASCII codes of the letters plus number of Stripes. (Even better).
      2. Why not multiply sum of ASCII codes by the number of stripes? (A lot of cats have 0 stripes!)
      3. How would a pro do it? In the String class, hashcodes are generated like this:

“fred” → ‘f’ \* 31^3 + ‘r’ \* 31^2 + ‘e’ \* 31^3 + ‘d’ \* 31^4

* + 1. Tips for obtaining a good hashing function
       1. Use as much of the immutable state as you can.
       2. Function should scatter values around as much as possible and minimize collisions
    2. What if you need to change state of object in table?
       1. Remove from table
       2. Change state
       3. Re-hash
    3. What happens when table gets too “full”?
       1. Define “load factor” (Number of elements / size of table)
       2. Table should be rehashed when load factor becomes very large
          1. Typically done for load factors > 2/3 or ¾
          2. Make a bigger table then rehash every element.
          3. Takes time O(n) if done a bit at a time
          4. In aggregate can be O(1) if done by multiplying size of table by a constant (like 1.3)
    4. Hashing in Java
       1. hashCode method is inherited from Object class (uses memory address of object to obtain hashCode)
       2. Return value can be any integer (positive, negative, or 0)
       3. Hashcode contract:
          1. If a.equals(b) then a.hashCode() must equal b.hashCode()
          2. Why? Inclusion in Java collections is based on equals. (Is there an element in the collection that is equal to this one I am holding?) If hashCodes for equal objects were different then we couldn’t check for inclusion properly.
       4. Important implication: If you override the equals method then you must override the hashCode method as well!
       5. How to go from hashCode to index in hash table (in Java):

Bucket # = Math.abs(x.hashCode() \* prime) % tableSize

* + - * 1. Why not do abs first, then multiply by prime? Because Math.abs(Integer.MIN\_VALUE) == INTEGER.MIN\_VALUE (overflow)

# Java classes for Sets

* 1. Set interface (Go over API)
  2. HashSet (backed by Hash Table)
     1. Elements must have hashCode implemented carefully!
  3. LinkedHashSet (backed by Hash Table overlaid with doubly linked list)
     1. Elements must have hashCode implemented carefully!
     2. Elements can be retrieved in order of insertion
     3. More overhead than HashSet (storing nodes with next/prev markers)
  4. TreeSet (Backed by a Tree , not a Hash Table– we’ll learn more about trees later)
     1. Elements must be Comparable
     2. Elements are sorted as they are inserted, so we can always iterate over the collection in sorted order
  5. Do some examples using the Java Set classes.

# Java classes for Maps

* 1. Map interface (Go over API)
  2. HashMap
     1. Keys must implement hashCode carefully
  3. LinkedHashMap
     1. Keys must implement hashCode carefully
     2. Key,Value pairs can be retrieved in order of insertion
  4. TreeMap
     1. Keys must implement hashCode carefully
     2. Key,value pairs can be retrieved in sorted order of keys
  5. Do some examples using the Java Map classes

# Recursion (Review)

* 1. Describe the “recursive” approach.
     1. If the dataset we’re working on is sufficiently small/simple, we provide an immediate answer.
     2. Otherwise, we take the dataset and break it into smaller pieces.
     3. We ask the method we are writing to provide solutions for these smaller parts, and we use this information to provide an answer for our original dataset.
  2. Do several preliminary examples of basic recursion. Some ideas are:
     1. factorial
     2. fibonacci
     3. exponentiation (as repeated multiplication)
  3. Do a long example of LinkedList implemented recursively.

# Trees

* 1. Draw memory diagram of tree (using linked nodes)
  2. Explain that there are never cycles
  3. Go over vocabulary/concepts:
     1. Node
     2. Root
     3. Leaves
     4. Interior nodes
     5. Parent
     6. Child
     7. Subtree
     8. Level
     9. Height
  4. What might implementation of a tree look like?

public class Tree<T> {

Node root;

private class Node<T> {

T data

Set<Node> children;

}

}

* 1. Define “binary tree”
     1. At most 2 children per node
     2. Left and right children are distinguishable (left and right, not a set of two things)
     3. Binary Tree Traversal
        1. Depth-First
           1. Pre-order
           2. In-order
           3. Post-order
        2. Breadth-First (using a Queue)
     4. Degenerate vs. well-balanced binary tree
     5. Binary Search Tree
        1. Binary tree
        2. Data must be comparable
        3. At every node:
           1. All values in left subtree are smaller than current node
           2. All values in right subtree are larger than current node
        4. Show trees that are examples of BST’s (and non-examples)
        5. Note that In-Order traversal yields elements in sorted order! This is actually a sorting algorithm students should know: Tree Sort.
           1. Start with empty tree
           2. Add all elements to tree
           3. Do an in-order Traversal
        6. Go over easy algorithm for search
           1. Time O(n) for degenerate tree
           2. Time O(log n) for well-balanced tree
        7. Go over algorithm for inserting
           1. O(log n) for well-balanced tree
           2. Insertions may unbalance the tree

There are self-balancing trees

Mention “rotations”, but we won’t cover it

* + - 1. Go over algorithm for deleting (also O(log n) if well balanced; also may unbalance tree)
      2. Binary Search Trees to implement a Map. (Go over an implementation like this)

public class BinarySearchTree <K extends Comparable<K>, V> {

private class Node {

private K key;

private V data;

private Node left, right;

public Node(K key, V data) {

this.key = key;

this.data = data;

}

}

private Node root;

}

# Singleton Design Pattern

* 1. Only one instance of class will ever exist
  2. Example – Polymorphic binary tree with two kinds of nodes:
     1. Non-Empty Nodes (normal)
     2. EmptyNodes (These replace “null” when left/right child is missing in Non-Empty Node)
        1. Implemented as Singleton

# Heaps

* 1. API
     1. Insert
     2. Remove smallest
  2. Define “complete” tree (all levels filled except last level that is filled from left-to right up to a certain position.)
  3. Draw examples of heaps as a tree
     1. Complete binary tree
     2. At each node, value is smaller than all descendants
     3. Self-balancing
  4. Go over insert algorithm
     1. Add to bottom of tree
     2. While smaller than parent, swap with parent
     3. Time O(log n).
  5. Go over getSmallest algorithm
     1. Copy root to reference
     2. Move last element up to root position
     3. While greater than either child
        1. Swap with smaller child
     4. Return reference to original root
  6. Is a tree (with linked nodes) the best data structure for heap? NO! Array is best!
     1. Show how heap data can be stored in an array
     2. Formulas for accessing parent and child nodes of node at index i:
        1. Parent: floor((i – 1) / 2)
        2. Left child: 2i + 1
        3. Right child: 2i + 2
     3. Go through algorithms for insert/getSmallest using these formulas, as needed.
        1. No wasted space
        2. Easier than keeping nodes (nodes would have to know where parent is – complex book-keeping)
  7. Max-heap is an obvious variation where the operation is removeLargest.
  8. Applications
     1. Heap Sort
        1. Start with empty heap
        2. Add all elements to heap
        3. While heap is not empty, removeSmallest
        4. Running time O(n log n)
     2. Priority Queue
        1. Enqueue
        2. Dequeue element with highest priority

# Graphs

* 1. Define vertex / edge
  2. Undirected graph (draw picture)
  3. Directed graph (draw picture)
     1. Include at least one pair of nodes with arrows going both ways
     2. Include a node that is connected to itself
     3. Predecessor
     4. Successor
  4. Show a graph with (optional) weights
  5. Define path
  6. Define cycle
  7. Define “connected” graph
  8. Graph traversal (visit each vertex exactly once)
     1. Breadth-first search (BFS)
        1. Describe with picture first
        2. Go over code using Queue for discovered vertices that have not been visited yet
     2. Depth-first search (DFS)
        1. Describe with picture first
        2. Go over code using Stack for discovered vertices that have not been visited yet
        3. Go over recursive implementation
  9. Graph implementation
     1. Idea #1 – A graph is basically a set of vertices. Each vertex keeps track of its neighbors.

class Graph<V> {

class Node {

V vertex;

Set<Node> adjacencies;

*OR*

Map<Node, Integer> adjacencies; // if weighted

}

Set<Node> nodes;

}

*// Might want to add*

class Edge<V> {

V from, to;

int weight; // optional, if weighted

}

Set<Edge> edges;

* + 1. Idea #2 – A graph is just a map from a vertex to a set of it’s adjacencies.

class Graph<V> {

Map<V, Set<V>> map;

*OR*

Map<V, Map<V, Integer>> map; // if weighted

}

* + 1. Idea #3 -- Adjacency matrix
       1. Draw a picture of the idea
       2. Potential implementation:

List<V> vertices // to give them index numbers

boolean[][] matrix;

OR

int[][] matrix; // if weighted graph

* 1. Djikstra’s algorithm
     1. Define problem of having a weighted graph and finding the path from one node to another with lowest cost.
     2. Explain that Djikstra’s algorithm actually does more than that: Given a particular Starting vertex, S, Djikstra’s algorithm will simultaneously find the lowest cost path from S to every other vertex on the graph.
     3. Go over Djikstra’s algorithm
        1. Show the pseudocode
        2. Trace it by maintaining a table for the cost and predecessors of each vertex
        3. At the end, show the simple algorithm for recovering the lowest cost path from S to any vertex on the graph.

# Sorting Algorithms

* 1. Define “comparison-based sort”
  2. State theorem (without proof) that fastest possible comparison-based sort is O(n log n).
  3. Are faster sorts possible? Yes, as fast as O(n), but they rely on properties beyond just “comparable” data.
  4. Comparison-based sorts
     1. Recall: Tree Sort
        1. Requires BST.
        2. Runs in time O( n log n) if tree is well-balanced
     2. Recall Heap Sort
        1. Requires Heap
        2. Runs in time O(n log n)
     3. Bubble Sort
        1. Demonstrate algorithm
        2. O(n^2)
     4. Selection Sort
        1. Demonstrate algorithm
        2. O(n^2)
        3. But tends to be fast when n is small (like < 20)
     5. Merge Sort
        1. Demonstrate
        2. O(n log n)
     6. Quick sort
        1. Demonstrate by selecting random pivots
        2. Worst case: O(n^2)
        3. Average case: O(n log n)
  5. Sorts based on more than just comparisons
     1. Counting sort
        1. Go over algorithm
        2. Only fast if range is O(n), but then runs in time O(n)
     2. Radix sort
        1. Go over algorithm
        2. Fast if number of digits and number of symbols possible is “small” compared to n. For a fixed number of digits (with a fixed number of symbols possible), it will be O(n).

# Concurrent programming

* 1. Define “process”
     1. Show “task manager” on Windows computer
     2. Talk about “multi-processing” and how CPU can only run one process per core.
     3. Processes typically do not share resources. How can they communicate?
        1. Files
        2. Network I/O
        3. Operating system (e.g. pipes in Unix)
  2. Threads
     1. “lightweight” processes
     2. A single process may spawn multiple threads
     3. Threads can share resources
     4. In Java, if your program spawns multiple threads, each has its own call-stack, but they share the same heap.
     5. Examples of programs that are typically multi-threaded:
        1. Web server (many clients connecting simultaneously)
        2. Web browser (threads will simultaneously GET documents like photos)
        3. GUI programming. In Java the Event Dispatching Thread is separate from the main thread that runs your code. So event handlers are running independently of the main thread.
  3. Java Thread class
  4. Runnable interface
  5. Example(s) of multi-threaded programs
  6. join
  7. Data races
  8. Synchronization
     1. Synchronized blocks
     2. Synchronized instance methods
  9. Deadlock

# Java I/O Streams

* 1. Byte Streams
     1. Overview
     2. InputStream, OutputStream, BufferedInputStream, BufferedOutputStream, FileInputStream, FileOutputStream
  2. Character Streams
     1. Overview
     2. Reader, Writer, BufferedReader, BufferedWriter, FileReader, FileWriter
  3. Data Streams
     1. Overview
     2. DataInputStream, DataOutputStream
  4. Object Streams
     1. Overview
     2. ObjectInputStream, ObjectOutputStream
  5. Parsing with the Scanner
  6. Files and Directories (using File class)

# Introduction to Networking

* 1. What are networks?
  2. I.P. Addresses
  3. Port numbers
  4. Packets
  5. UDP
  6. TCP
  7. Client/Server model
  8. Java Networking classes
     1. InetAddress
     2. DatagramSocket
     3. DatagramPacket
     4. Socket
     5. ServerSocket
     6. URLConnection
  9. Examples
     1. TCP client/server application
     2. UDP client/server application
     3. URL reader (reads contents of a web page)
     4. Multi-threaded Web server (process GET request and serves page)

# Algorithm Strategies

* 1. Divide and Conquer
  2. Dynamic Programming
  3. Greedy
  4. Brute Force
  5. Branch and Bound
  6. Backtracking
  7. Using heuristics